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## Abstract

The aim of the project is to implement different statistical methods on the TENXPAY Token transaction data.The results of the methods are analyzed to derive inferences about the token data.In 4.1, we found how many times a user buys or sells the TENXPAY token, then fit a distribution and estimate the best distribution.In 4.2, we find the correlation between the TENXPAY Token price data and layer features of the TENXPAY Token.In 4.3, we find the most active buyer and seller of our TENXPAY token and then track them in all other tokens, plot how many unique tokens have they invested in the provided time frame then fit and estimate distributions as part 1. In 4.4, we created a multiple linear regression model to explain price return on day t.

**source code https://github.com/shwetasahalot95/6313\_project**

## Introduction

### 1.1 Key Concepts:

Let us first understand a few concepts, before we get into the detailing of the project

#### 1.1.1 Blockchain:

It is a public ledger formed of multiple blocks.Each block contains crytographic hash of the previous block, transaction data, timestamp and other metadata.The blockchain is a chain of these blocks linked together cryptographically and stored on a distributed peer-to-peer network.

#### 1.1.2 Ethereum

Ethereum is adecentralized platform that runs smart contracts: applications that run exactly as programmed without any possibility of downtime, censorship, fraud or third-party interference.

These apps run on a custom builtblockchain, an enormously powerful shared global infrastructure that can move value around and represent the ownership of property.

Smart Contract is a set of instructions of the format if-this-then-that, it is formed when someone needs to performing particular task involving one or more than one entities of the blockchain. The contract is a code which executes itself on occurence of a triggering event such as expiration date.The smart contracts can be written with different languages such as solidity

The EVM is a runtime environment for smart contracts in Ethereum. Every Ethereum node in the network runs an EVM implementation and executes the same instructions.

Ether is the digital currency(cryptocurrency) of Ethereum. Every individual transaction or step in a contract requires some computation. To perform any computation user has to pay a cost calulated in terms of ‘Gas’ and paid in terms of ‘Ether’. The Gas consist of two parts:

Gas limit: It is the amount of units of gas Gas price: It is the amount paid per unit of gas

#### 1.1.3 Ethereum ERC-20 Tokens:

If a user needs some service provided by the DAPPS, then he has to pay for that service in terms of ‘token’ associated with the DAPPS. These Ethereum tokens can be bought using Ether or other cryptocurrencies and can serve the following two purposes:

1. Usage Token: These tokens are used to pay for the services of the Dapp
2. Work Token: These tokens identify you as a shareholder in the DAPP

ERC-20 is a technical standard used for smart contracts on the Ethereum Blockchain for implementing tokens. It is a common list of rules for Ethereum token regarding interactions between tokens,transferring tokens between addresses and how data within th e token is accessed

### 1.2.1 Project Primary Token: Tenxpay

When we as the co-founders of TenX got together to start this company, it was our vision to have assets on the blockchain be not only available to industry insiders, but rather something that can be used by any individual user in the “real world”.

Additionally, with the emergence of more and more different tokens, a growing number of users and businesses truly struggle to leverage on the existing infrastructure to make this interconnectedness of physical and virtual platforms become a reality.

At TenX, we strive to offer the user access to as large as possible a range of blockchain assets at a maximum degree of convenience, while adhering to the highest security standards in the ecosystem

To the end-user, we offer the TenX Card, a debit (and, in time to come, credit) card, with an accompanying TenX Wallet, a mobile wallet that can be funded not only with Bitcoin (BTC),Ether (ETH), and Dash (DASH) as currently possible, but also with virtually any blockchain asset in time to come. TenX payment facilities which include the physical and virtual debit card can be used in almost 200 countries at over 36 million points of acceptance today.

This is possible as we have card issuance partnerships with major credit card companies.

Moreover, users and businesses can exchange their blockchain assets seamlessly from one user to another in a decentralized manner, removing any risk that is usually associated with current centralized solutions.

#### 1.2.1.1 Product Advantages:

1. Multi-asset (any blockchain asset compatible with and accepted by the TenX Wallet)
2. Assets stay in cryptocurrency
3. Best available foreign exchange and transaction fees (with no other charges)
4. Decentralized and trustless storage

### 1.2.2 Tenxpay Token:

TenX connects your blockchain assets for everyday use. TenX’s debit card and banking licence will allow us to be a hub for the blockchain ecosystem to connect for real-world use cases.

Details: 12/03/2018

1 PAY = $0.67 USD Market Cap = $29,302,619.00 USD  
Circulating Supply = 109,347,861.00 PAY  
Total Supply = ($54,993,597.93) 205,218,255.948577763364408207 PAY Subunits =

## 2. Data Description

The Data used for the project is divided in two parts:

1. Token network edge files:

There are 40 Token network edge files.Token edge files have 4 columns: from\_node, to\_node, unix-time, total-amount.For each row it implies that from\_node sold total-amount of the token to to\_nodeid at time unix-time.

1. from\_node : Id which sells the token in the transaction
2. to\_node : Id which buys the token in the transaction
3. unixtime : Unix time of the transaction
4. totalamount : Total amount of the tenxpay token involved in the transaction For Part 1,2 and 4 of the project we will only use the tenxpay token network edge file. For part 3 we will use the token network edge files of all 40 tokens.
5. Token price files: Price dataset for ten token it contains 334 rows and 7 columns as follows:
6. Date
7. Open : Opening price of the token on that day
8. High : Max price of the token on that day
9. Low : Min price of the token on that day
10. Close : Closing price of the token on that day
11. Volume : Volume of the token on that day
12. Market Cap: Market Cap of that token on that day We use price data in part 2 and 4.

## 3. Preprocessing

There could be some records in the transactions where total amount is very large. Some of this records could be due to some bug or glitch(integer overflow problem). These values can be separated from data using a threshold value.

Calculating this value for the tenxpay token:The value of transaction amount can’t be greater than the max value where, max value = total supply of tokens \* subunits.subsituting the values from above.

##Load Token   
data <- read.delim("networktenxpayTX.txt",header=FALSE,sep=" ")  
tokenFrame<-as.data.frame(data)  
colnames(tokenFrame)<- c(" fromNodeID", "toNodeID", "Time", "Amount")  
  
## fromNodeID toNodeID Time Amount  
## 560 1452 1524611450 1.728672e+20  
## 2011173 2011174 1524611865 4.556238e+20  
## 75989 1822217 1524612292 5.795000e+20  
## 40002 6382858 1524612655 4.481100e+20  
## 17 2029263 1524612851 4.998000e+21  
## 222770 4848204 1524612957 3.283584e+20  
  
#Claculating Outlier Threshold  
x <- 205218255.948577763364408207  
y <- 10^18  
threshold <- x\*y  
  
## Finding Outliers  
Outlierdata <-tokenFrame[which(tokenFrame$Amount> threshold),]  
  
## Total number of Outliers  
message("Total number of outliers: ", length(Outlierdata$tokenAmount))

## Total number of outliers: 0

## Data Without Outliers  
data1 <-tokenFrame[which(tokenFrame$Amount< threshold),]  
View(data1)  
  
## Distribution   
## fromNodeID toNodeID Time Amount  
## 560 1452 1524611450 1.728672e+20  
## 2011173 2011174 1524611865 4.556238e+20  
## 75989 1822217 1524612292 5.795000e+20  
## 40002 6382858 1524612655 4.481100e+20  
## 17 2029263 1524612851 4.998000e+21  
## 222770 4848204 1524612957 3.283584e+20

## 4.Token Data Analysis

### 4.1 Finad and Fit Distribution

**The package we use to fit distribution:**  fitdistrplus, provide the function fitdist() we can use to fit distribution of our data. **The function we use to fit distribution:**  fitdist(). Fit of univariate distributions to different type of data with different estimate method we can choose: maximum likelihood estimation (mle), moment matching estimation (mme), quantile matching estimation (qme), maximizing goodness-of-fit estimation (mge), the default and we mostly used one is MLE. Output of this function is S3 object, we can use several methods like plot(), print(), summary() to visualize it or get more detailed information.We use plot in this project.

## Table 1: BUyer Transaction and its frequency   
BuyerData <- (table(data1[2]))  
DataFrequency <- as.data.frame(BuyerData)  
colnames(DataFrequency) <- c("UserID", "frequency")  
View(DataFrequency)

## Table 2: Frequency of No\_of\_Transactions  
FreqBuyers= table(DataFrequency$frequency)  
frenumbuy=as.data.frame(FreqBuyers)  
colnames(frenumbuy)<- c("No\_of\_Trasactions", "Count")  
View(frenumbuy)  
## Bar Plot  
barplot(frenumbuy$Count, names.arg = frenumbuy$No\_of\_Trasactions, ylab=" Count", xlab="No\_of\_Transactions", xlim=c(0,40),ylim=c(0,500))
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##Fit Distribution  
library(MASS)  
library(lsei)  
library(npsurv)  
library(survival)  
library(fitdistrplus)  
fit<-fitdist(frenumbuy$Count, "pois", method='mle')  
plot(fit)# fit distribution  
# Poisson Distribution  
library(fitdistrplus)  
fit <- fitdist(frenumbuy$Count, "pois", method="mle")  
# Exponential Distribution  
fit1 <- fitdist(frenumbuy$Count, "exp",method = "mme")  
# Normal Distribution  
fit2 <- fitdist(frenumbuy$Count, "norm")  
plot(fit1)
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## Fitting of the distribution ' pois ' by maximum likelihood   
## Parameters:  
  
## p1 = 0.033  
## p2 = 0.364  
## p3 = 0.603

The sells part is similar to buys part, so we didn’t show the code in this report, the follow is the plot of sells:

Correlations of Token Data and Price DataMax amount of the token data without outlier:

max(WithoutOutlierdata$totalAmount)

## [1] 7.108079e+24

First step: Ensure that the tenxpay token data is within the time frame of the Price Data

Following is the date interval of the price data:

Start Date: 06/27/2017 End Date: 07/14/2018

Lets check the date range for the token data

First convert the Unix time of the token data to Date format

newwithoutoutlierdata <- WithoutOutlierdata  
newwithoutoutlierdata$unixTime <- as.Date(as.POSIXct(WithoutOutlierdata$unixTime,origin="1970-01-01",tz="GMT"))  
class(newwithoutoutlierdata$unixTime)

## [1] "Date"

loading the price data :

priceData <- read.delim("tenxpay", header = TRUE, sep = "\t")  
head(priceData)

priceData$Date <- as.Date(priceData$Date, "%m/%d/%Y")  
nrow(priceData)

## [1] 384

adding the price return column to the pricedata dataframe

priceData$return <- return  
priceData$return[378]

## [1] -0.1317901

head(newwithoutoutlierdata$Date)

## NULL

colnames(newwithoutoutlierdata)<-c('fromNode','toNode','Date','totalAmount')  
newwithoutoutlierdata$Date[4]

## [1] "2018-04-24"

class(priceData$Date)

## [1] "Date"

merge both the dataframes according to dates

newdataset <- merge(newwithoutoutlierdata,priceData,by = "Date")  
head(newdataset$Date)

## [1] "2017-06-27" "2017-06-27" "2017-06-27" "2017-06-27" "2017-06-27"  
## [6] "2017-06-27"

frequencytrans <- table(newdataset$Date)  
freqtrans<- as.data.frame(frequencytrans)  
summary(freqtrans)

## Var1 Freq   
## 2017-06-27: 1 Min. : 9.0   
## 2017-06-28: 1 1st Qu.: 357.2   
## 2017-06-29: 1 Median : 790.0   
## 2017-06-30: 1 Mean :1049.8   
## 2017-07-01: 1 3rd Qu.:1272.2   
## 2017-07-02: 1 Max. :7088.0   
## (Other) :308

Data Preparation:

summary(newsimpletable)

## Date return no\_of\_trans   
## Min. :2017-06-27 Min. :-0.98481 Min. : 9.0   
## 1st Qu.:2017-09-13 1st Qu.:-0.05329 1st Qu.: 357.2   
## Median :2017-11-30 Median : 0.00000 Median : 790.0   
## Mean :2017-11-30 Mean : 0.10975 Mean :1049.8   
## 3rd Qu.:2018-02-16 3rd Qu.: 0.06177 3rd Qu.:1272.2   
## Max. :2018-05-06 Max. :32.40000 Max. :7088.0

hist(newsimpletable$no\_of\_trans)
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Analysis:

par(mfrow = c(1,1))  
bx = boxplot(newsimpletable$no\_of\_trans,ylim = c(0,5000))

distribution of no of transactions:

quantile(newsimpletable$no\_of\_trans, seq(0,1,0.02))

boxplot stats:

bx$stats

## [,1]  
## [1,] 9  
## [2,] 356  
## [3,] 790

capping at 96%

newsimpletable$no\_of\_trans<-ifelse(newsimpletable$no\_of\_trans>2000,1500,newsimpletable$no\_of\_trans)  
boxplot(newsimpletable$no\_of\_trans)
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checking unique buyers:

par(mfrow=c(1,2))  
bx = boxplot(newsimpletable$unique\_buyers)  
quantile(newsimpletable$unique\_buyers, seq(0,1,0.02))

## 0% 2% 4% 6% 8% 10% 12% 14% 16%   
## 7.00 11.26 115.52 135.34 155.00 164.50 174.00 180.28 190.16   
## 18% 20% 22% 24% 26% 28% 30% 32% 34%   
## 199.34 211.60 218.72 230.00 239.00 253.64 275.60 302.96 322.26   
## 36% 38% 40% 42% 44% 46% 48% 50% 52%   
## 353.04 388.62 415.20 444.84 475.88 489.94 517.44 532.00 559.32   
## 54% 56% 58% 60% 62% 64% 66% 68% 70%   
## 579.04 589.12 605.08 624.00 652.78 677.64 686.90 704.00 734.50   
## 72% 74% 76% 78% 80% 82% 84% 86% 88%   
## 768.00 787.62 856.44 886.50 955.60 1030.30 1108.56 1174.08 1214.44   
## 90% 92% 94% 96% 98% 100%   
## 1331.50 1401.96 1551.12 1889.12 2467.54 4708.00

newsimpletable$unique\_buyers<-ifelse(newsimpletable$unique\_buyers>3087,3088,newsimpletable$unique\_buyers)  
boxplot(newsimpletable$unique\_buyers)

lets check unique buyers vs return:

plot(newsimpletable$unique\_buyers,newsimpletable$return)

![](data:image/png;base64,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) lets check the correlation:

cor(newsimpletable[,c(2:5)])

## Warning in cor(newsimpletable[, c(2:5)]): the standard deviation is zero

## return no\_of\_trans total\_token unique\_buyers  
## return 1.00000000 -0.1337920 NA -0.06212329  
## no\_of\_trans -0.13379200 1.0000000 NA 0.75555525  
## total\_token NA NA 1 NA  
## unique\_buyers -0.06212329 0.7555553 NA 1.00000000

lets extract one more feature

no of investors who have bought more than ten token:

library(dplyr)

##   
## Attaching package: 'dplyr'

## The following object is masked from 'package:MASS':  
##   
## select

## The following objects are masked from 'package:stats':  
##   
## filter, lag

## The following objects are masked from 'package:base':  
##   
## intersect, setdiff, setequal, union

summary(newdataset)

## Date fromNode toNode   
## Min. :2017-06-27 Min. : 5 Min. : 5   
## 1st Qu.:2017-08-15 1st Qu.: 17 1st Qu.: 431538   
## Median :2017-09-17 Median : 297031 Median :2062611   
## Mean :2017-10-16 Mean :1644441 Mean :3179799   
## 3rd Qu.:2017-12-15 3rd Qu.:1943406 3rd Qu.:6393477   
## Max. :2018-05-06 Max. :6438429 Max. :6438432   
##   
## totalAmount Open High Low   
## Min. :0.000e+00 Min. : 0.5685 Min. : 0.6111 Min. : 0.4787   
## 1st Qu.:5.445e+11 1st Qu.: 1.7300 1st Qu.: 1.9500 1st Qu.: 1.5800   
## Median :2.658e+12 Median : 2.3200 Median : 2.4900 Median : 2.0300   
## Mean :1.844e+13 Mean : 3.6169 Mean : 3.9031 Mean : 2.2656   
## 3rd Qu.:1.005e+13 3rd Qu.: 3.6000 3rd Qu.: 3.8600 3rd Qu.: 3.1600   
## Max. :7.108e+16 Max. :73.0600 Max. :86.2600 Max. :49.0500   
##   
## Close Volume Market.Cap   
## Min. : 0.570 144,769,000: 7088 - : 9809   
## 1st Qu.: 1.740 11,828,700 : 6226 471,783,000: 7088   
## Median : 2.220 20,158,400 : 5945 333,047,000: 6226   
## Mean : 2.545 72,243,200 : 5161 131,122,000: 5945   
## 3rd Qu.: 3.590 17,115,200 : 5073 300,417,000: 5161   
## Max. :63.830 9,172,650 : 4588 224,227,000: 4532   
## (Other) :295556 (Other) :290876   
## return   
## Min. :-0.98481   
## 1st Qu.:-0.06126   
## Median : 0.00000   
## Mean : 0.02160   
## 3rd Qu.: 0.07759   
## Max. :32.40000   
##

we will first need to find the total number of investors per day and then find the total tokens bought by each investor per day. then we have to find the number pf investors who bought more than 10 token that day.

investortable <- newdataset %>% group\_by(Date)  
totalinvestor\_table<- summarize(investortable , total\_investors = n\_distinct(toNode))  
head(totalinvestor\_table)

## # A tibble: 6 x 2  
## Date total\_investors  
## <date> <int>  
## 1 2017-06-27 21  
## 2 2017-06-28 11  
## 3 2017-06-29 10  
## 4 2017-06-30 7  
## 5 2017-07-01 11  
## 6 2017-07-02 10

newinvestortable <- newdataset %>% group\_by(Date,toNode)  
newinvestortable\_totaltoken <- summarise(newinvestortable,total\_token = sum(totalAmount))  
summary(newinvestortable\_totaltoken)

## Date toNode total\_token   
## Min. :2017-06-27 Min. : 5 Min. :0.000e+00   
## 1st Qu.:2017-08-21 1st Qu.: 460418 1st Qu.:6.031e+11   
## Median :2017-09-26 Median :3571979 Median :2.500e+12   
## Mean :2017-10-18 Mean :3617180 Mean :2.940e+13   
## 3rd Qu.:2017-12-15 3rd Qu.:6400372 3rd Qu.:1.000e+13   
## Max. :2018-05-06 Max. :6438432 Max. :7.108e+16

subsetnewinvestortable\_totaltoken <- newinvestortable\_totaltoken[ which(newinvestortable\_totaltoken$total\_token>100), ]  
finalinvestortable <- summarise(subsetnewinvestortable\_totaltoken, final\_investors = n\_distinct(toNode))  
newfinalinvestortable <- merge(totalinvestor\_table,finalinvestortable,by = "Date")  
newfinalinvestortable$percentage\_investors <- (newfinalinvestortable$final\_investors/newfinalinvestortable$total\_investors)\*100  
newsimpletable <- merge(newsimpletable,newfinalinvestortable,by = "Date")

writiting the previous day fix :

head(newsimpletable$Date)

## [1] "2017-06-27" "2017-06-28" "2017-06-29" "2017-06-30" "2017-07-01"  
## [6] "2017-07-02"

tail(newsimpletable$return)

## [1] 0.04666667 0.02547771 0.01863354 -0.01829268 0.01242236 -0.04294479

shift <- function(x, n){  
 c(x[-(seq(n))], rep(NA, n))  
}  
newsimpletable$return <- shift(newsimpletable$return, 1)  
newsimpletable <- newsimpletable[1:(nrow(newsimpletable)-1),]

### 4.4 Create Linear Regression Model

In this part we created a multiple linear regression model on the price data and our primary token data.Our response variable(y) is simple price return given by where, is the token price in dollar for day. The regressor variables(x1…xn) are as follows: 1)No of token transactions per day 2)No of total token bought or sold per day 3)No of unique buyers per day 4)Percentage of investors who bought more than token per day.

Calculate response variable from the price data using open price. The first few records of the response variable as follows:

return <- numeric(nrow(priceData))  
return[379] <- priceData$Open[379]  
for (i in 378:1) {  
 return[i] <- (priceData$Open[i]-priceData$Open[i+1])/priceData$Open[i+1]  
}  
priceData$return <- return  
head(priceData$return)

## [1] 0.068813980 0.163917541 0.001947088 0.010113908 -0.057572838  
## [6] -0.022667458

Merge both the datasets according to date which would help us in calculating the regressor variables.

colnames(newwithoutoutlierdata)<-c('fromNode','toNode','Date','totalAmount')  
newdataset <- merge(newwithoutoutlierdata,priceData,by = "Date")

#### 4.4.1 Model 1:Simple Linear Regression

## [1] 25 13 15 10 12 15

Data preparation: univariate and bivariate analysis. **Univariate Analysis**:

Check for outliers and then remove them by capping our data to the max value.To remove majority of the outlier we are capping the data 92% quantile. Then we will alsocheck the response variable.

![Boxplots of variables for Univariate analysis in simple regression](data:image/png;base64,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)

Boxplots of variables for Univariate analysis in simple regression

But for simple return response varaible case we won’t be removing any outliers as we don’t want to have any impact on the response variable.

**Bivariate Analysis**: Draw the scatterplot between the regressor and the response variable.Before we do that it is important to shift our response variable up by one row because we will be using yesterday to model today’s response.

shift <- function(x, n){  
 c(x[-(seq(n))], rep(NA, n))  
}  
newsimpletable$return <- shift(newsimpletable$return, 1)  
newsimpletable <- newsimpletable[1:(nrow(newsimpletable)-1),]  
head(newsimpletable$return)

## [1] 0.0000000 0.0000000 0.0000000 0.0000000 32.4000000 -0.1317901

#plot(newsimpletable$no\_of\_trans,newsimpletable$return)

We can see that there isn’t much relation between no of transactions each day and the simple return variable. We can confirm this by finding the correlation between the twocor(newsimpletable[,c(6,7)])

## return no\_of\_trans  
## return 1.00000000 -0.07630676  
## no\_of\_trans -0.07630676 1.00000000

After completing the analysis we move ahead to fit the linear model.

final\_data <- lm(return~no\_of\_trans,data=newsimpletable)  
summary(final\_data)

##   
## Call:  
## lm(formula = return ~ no\_of\_trans, data = newsimpletable)  
##   
## Residuals:  
## Min 1Q Median 3Q Max   
## -0.816 -0.231 -0.141 -0.014 32.099   
##   
## Coefficients:  
## Estimate Std. Error t value Pr(>|t|)   
## (Intercept) 0.3039009 0.1770723 1.716 0.0871 .  
## no\_of\_trans -0.0002076 0.0001538 -1.350 0.1781   
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## Residual standard error: 1.833 on 311 degrees of freedom  
## Multiple R-squared: 0.005823, Adjusted R-squared: 0.002626   
## F-statistic: 1.821 on 1 and 311 DF, p-value: 0.1781

From the summary of the linear model we can clearly see that it is not a good model, the p-values of the intercept and the regressor are very high, also the r-square conveys only 2% of the response variable.

**Testing**

We can test this linear model using the plot function:

1. **Residuals vs fitted**:

Even though we see a horizontal line in this plot we can see that the residuals are not evenly spread across the line.It may not suggest a pattern but we can see most of the points in the left speculating a non-linear behaviour

1. **Normal Q-Q**:

The plot leads us to believe that the residuals follow normality as most of the points are seen to lie on the line or near it although few observations such as 42,2 and 156 are significantly away from the line.

1. **Scale-Location**:

The horizontal line in this plot suggests that homoscedasticity is observed in the residuals.

1. **Residuals vs leverage**:

This plots finds the observations which have a high influence on the regression model according to the cooks distance. We can see that observation 42 is out of the region thus is an outlier which could have an impact on the model if we do remove or decide to keep it in the model.

#### 4.4.2 Model 2:Multiple Linear Regression

Create three new features for our multiple regression model:

1. Total number of tokens involved per day:

First divide the total amount of each transaction with number of sub units of the tenxpay token(10^8) to get the number of tokens, then we will group by and sum each amount according to the date

First few records are as follows

## [1] 1.409702e+14 3.119692e+15 2.003250e+14 3.125740e+14 1.575796e+14  
## [6] 4.625641e+14

1. Number of Unique buyers per day:

Group the dataset according to the date and then count the number of unique buyers for each day.

First few records are as follows:

## [1] 21 11 10 7 11 10

1. Percentage of investors who have bought more than 10 tokens:

Find the total number of investors per day and then find the total tokens bought by each investor per day. Then find the number of investors who bought more than 10 token that day.

First few records are as follows:

## [1] 100 100 100 100 100 100

Now that we have all the required features lets do the analysis as we did for the simple linear regression:

**Univariate analysis**:

Create a boxplot of unique buys regressor variable and then we check for the number of tokens(and capping at 94%) and percentage of investors variable:
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Boxplot if variables for univariate analysis in multiple regression

After the univariate analysis lets do the **bivariate analysis**:

plot number of transactions vs return:  
plot total token vs return:  
plot unique buyers vs return:  
plot percentage investors vs return:
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Scatter plot of variables for Bivariate analysis in multiple regression

After analysing lets create an initial multiple regression linear model, Use the car library to calculate variable inflation factor and find the multicollinearity.

final\_data3 <- lm(return~no\_of\_trans+total\_token+unique\_buyers+percentage\_investors,data = newsimpletable)  
library(car)

Since the VIF for all the regressor variables is not much higher than 5 we will keep all of them in the initial model

summary(final\_data3)

##   
## Call:  
## lm(formula = return ~ no\_of\_trans + total\_token + unique\_buyers +   
## percentage\_investors, data = newsimpletable)  
##   
## Residuals:  
## Min 1Q Median 3Q Max   
## -0.830 -0.233 -0.138 -0.002 32.091   
##   
## Coefficients: (1 not defined because of singularities)  
## Estimate Std. Error t value Pr(>|t|)  
## (Intercept) -1.449e+01 5.307e+01 -0.273 0.785  
## no\_of\_trans -2.048e-04 3.104e-04 -0.660 0.510  
## total\_token NA NA NA NA  
## unique\_buyers -2.541e-07 3.763e-04 -0.001 0.999  
## percentage\_investors 1.480e-01 5.310e-01 0.279 0.781  
##   
## Residual standard error: 1.839 on 309 degrees of freedom  
## Multiple R-squared: 0.006073, Adjusted R-squared: -0.003577   
## F-statistic: 0.6294 on 3 and 309 DF, p-value: 0.5965

From the summary, p-value for the variables is very high suggesting that there is no linear relation between the regressor variable and the response variables.But before giving up on this we haven’t yet used any features from the price data lets use the inherent features such as open, low, high etc to create a new linear model and see how we fare:

First find the multicollinearity and then use the step function to find the right combination of features:

Finally, Check the summary and plot of our final data model:

##   
## Call:  
## lm(formula = return ~ total\_token + Open + High + Low, data = newsimpletable)  
##   
## Residuals:  
## Min 1Q Median 3Q Max   
## -6.6956 -0.1706 -0.0263 0.1039 27.4404   
##   
## Coefficients: (1 not defined because of singularities)  
## Estimate Std. Error t value Pr(>|t|)   
## (Intercept) -0.32508 0.11549 -2.815 0.00519 \*\*   
## total\_token NA NA NA NA   
## Open 0.30760 0.05222 5.891 1.00e-08 \*\*\*  
## High -0.28557 0.05075 -5.627 4.11e-08 \*\*\*  
## Low 0.18978 0.04375 4.338 1.95e-05 \*\*\*  
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## Residual standard error: 1.703 on 309 degrees of freedom  
## Multiple R-squared: 0.1476, Adjusted R-squared: 0.1393   
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Residual plot of the linear model for multiple regression

## 5.Conclusion

### 5.1 Q1

We totally tried 5 distributions while fiting distributions with our data: Poisson Distribution, Weibull Distribution, Exponential Distribution, Geometric Distribution and Normal Distribution. After compare with parameters and graphs of different distributions, we can find: The distribution of buyers and sellers are similiar. The estimate parameters of Normal Distribution are very close to the parameters of our token data, but the graphs don’t fit well. The graphs of Poisson Distribution and Exponential Distribution both fit our token data well, but for the parameters,we should not use Poisson Distribution.

Hence, we finally conclude that **Exponential Distribution** fit our distribution best.

### 5.2 Q2

The number of layers is 15. We tried several features of token data : (1) number of transactions(best correlation is 0.193) (2)Number of Unique buyers per day(best correlation is 0.14943) (3)Percentage of investors who have bought more than 10 tokens(best correlation is 0.1347)

Hence, the best correlation is 0.4943, when feature of token data is number of unique buyers per day.

### 5.4 Q4

When we use the price data columns and remove the features which have high p-value, we get value of **71%**. We have analysed how we can use simple and multiple linear regression to create linear models by doing feature extraction on the tenxpay token and price data. The model can be redeveloped and tested with different features to improve the R-squared value however th

**Following are the libraries**

Library MASS: This function is generic; there exist methods for classes lm and glm and the default method will work for many other classes.

Library LSEI:

Library NPSURV: Computes an estimate of a survival curve for censored data using either the Kaplan-Meier or the Fleming-Harrington method or computes the predicted survivor function. For competing risks data it computes the cumulative incidence curve. This calls the survival package's survfit.formula function. Attributes of the event time variable are saved (label and units of measurement).

For competing risks the second argument for Surv should be the event state variable, and it should be a factor variable with the first factor level denoting right-censored observations.

Library SURVIVAL: Returns an object of class "aareg" that represents an Aalen model

Other libraries include: dplyr, car, etc
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